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Abstract
Mutation testing (MT) is a well-known technique to evaluate
and improve the quality of a given test-suite. While sev-
eral MT tools exist for traditional programming languages,
there is no systematic method to create MT tools for domain-
specific languages (DSLs). To improve this situation, we
present Wodel-Test, a domain-independent tool to synthesize
MT tools for arbitrary DSLs.

CCSConcepts • Software and its engineering→Model-
driven software engineering;Domain specific languages.
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1 Introduction
Mutation testing (MT) is used to evaluate and improve the
quality of a test-suite for a given program. It involves in-
jecting artificial faults on the program to create mutants,
which are executed against the test-suite. When the fault is
detected, the mutant is killed, otherwise, it is alive. Equiva-
lent mutants are live mutants that cannot be distinguished
from the original program, so no test case can kill them. The
ratio of artificial faults detected by the test-suite over the
total number of non-equivalent mutants gives the mutation
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score [7, 12]. The lower the mutation score, the worse the
quality of the test suite, and more test cases should be added.
Domain-specific languages (DSLs) are increasingly used,

e.g., in process modelling [2], web applications [5], or dis-
tributed reactive systems [13]. While MT is commonly used
for traditional programming languages like Java [4, 17, 19],
C [1, 16], or C++ [6, 18], creating a MT tool is costly and
error-prone, mainly due to the need to parse and modify
the programs of the target language, and to define the mu-
tation operators. As MT tools are normally programmed by
hand, their creation is not “cost-effective” for their usage
over DSLs, usually with a smaller base of users and fewer
developers (e.g., see the MT tools for logic formulae [14] or
adaptive systems [3]). Due to the high variety of DSLs, we
propose Wodel-Test [11], a domain-independent framework
to generate MT tools which can help to solve these problems.

2 Defining MT Tools with Wodel-Test
Wodel-Test relies on the DSL Wodel to define model muta-
tions for the domain meta-model [9]. Wodel has mutation
primitives to create, clone, select, modify, retype and delete
model elements. Listing 1 shows a mutation operator im-
plemented in Wodel for the Finite Automata (FA) domain.
Line 2 states the domain meta-model "http://fa.com", externally
defined with Ecore [21]. The rts mutation operator creates
a final State named f in line 5, and modifies the target of a
random Transition in line 6 to point to the State created in line 5.
The exhaustive mode indicated in line 1 generates all possi-
ble mutants for the given mutation operators. Alternatively,
the user can set the number of mutants to generate and the
process is stochastic. The Wodel program is applied over a
set of seed models conformant to the given meta-model.

1 generate exhaustive mutants in "out/" from "models/"
2 metamodel "http://fa.com"
3 with blocks {
4 rts {
5 s = create State with {name = 'f', isFinal = true}
6 modify target tar from one Transition to s } }

Listing 1. A Wodel mutation operator for FA.

Wodel defines an extension point for specific post-processing
applications [10]. We have used this extension point to im-
plement a domain-independent application called Wodel-Test
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Figure 1.MT tool for Finite Automata generated with Wodel-Test.

that generates MT tools for arbitrary DSLs. The process in-
volves two user roles: the MT tool creator and the tester. The
former provides the MT tool specification, from which a MT
tool is generated. The latter uses the generated MT tool to
perform the MT process on test-suites of DSL programs.
The first step is the MT tool creation. For this purpose,

Wodel-Test provides an extension point where the MT tool
creator has to include the following three specifications:
• language support: This includes the DSL meta-model, a
transformation to parse the textual representation of pro-
grams into models, and a transformation to serialize the
models into text. For our running example, these transfor-
mations are not needed, as we directly work with models.

• mutation support: This consists of the definition of muta-
tion operators for the DSL in Wodel. For our example, we
have included the 15 mutation operators devised in [8, 20].
The Wodel tool computes metrics for mutation footprints
which show the coverage of the DSL meta-model [10],
hence helping to identify omissions and lack of coverage.
In addition, Wodel-Test provides an extension point to cus-
tomize synctactic and semantic equivalence criteria for
the specific DSL. The synctactic equivalence criteria detect
if the extracted model-based representation of two pro-
grams have the same objects and relations. The semantic
equivalence criteria detect whether two artifacts behave in
the same way, e.g., two automata that accept the same lan-
guage are semantically equivalent. Our example includes
the FA equivalence detection algorithm [15].

• execution support: This is the code needed to compile the
programs of the DSL and run the test suite.
Wodel-Test takes this specification as input and automati-

cally synthesizes a MT tool for the DSL. The tester can use
the generated MT tool providing the program under test and
a set of test cases. Once executed the MT process, the MT
tool yields some reports which include the mutation score.

3 Generated MT Tool
Fig. 1 shows the MT tool generated for FA. First, the tester se-
lects the FAmodels under test (label 1). Next, he/she provides
a test-suite for them, which consists of a set of plain text
files with pair values: an input string and a flag indicating
whether the FA accepts the string (label 2). Label 3 shows one
test case for the FA named dfa0, and label 4 shows one seed
FA model. Then, the tester can select the mutation operators
to apply, among the ones specified by the MT tool creator. As
a result of the MT process, the tool shows the global results
(e.g., a mutation score of 35.25%) in label 5. The view with
label 6 summarizes the mutants detected by each test case,
i.e., if the result of processing the test input string by the
mutant FA is different to the original result, then the mutant
is killed, otherwise the mutant is alive. The view uses the
colors red/green to indicate whether a test passed or failed,
and enables their filtering. Another view not shown in Fig. 1
lists the generated mutants by each mutation operator.
We have used Wodel-Test to build MT tools for Java and

ATL [11]. Videos illustrating their use are available at https:
//youtu.be/jbLxW2AOY3A. The specification of the MT tool
for FA has 144 LOC (305 LOC for Java, 327 LOC for ATL),
from which we obtained fully-functional MT tools.

4 Conclusions and Future Work
This paper presented Wodel-Test, a tool to build MT tools for
arbitrary DSLs. We reckon our tool can ease the creation of
MT tools for the MDE community. In the future, we plan to
create MT tools for other DSLs.
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